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ABSTRACT

The World-Wide Web Consortium (W3C) promotes XML
and related standards, including XML Schema, XQuery,
and XPath. This paper describes a formalization of XML
Schema. A formal semantics based on these ideas is part of
the official XQuery and XPath specification, one of the first
uses of formal methods by a standards body. XML Schema
features both named and structural types, with structure
based on tree grammars. While structural types and match-
ing have been studied in other work (notably XDuce, Relax
NG, and a previous formalization of XML Schema), this
is the first work to study the relation between named types
and structural types, and the relation between matching and
validation.
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F.3.2 [Theory of Computation]: Logics and meanings of
programs—>Semantics of Programming Languages
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1. INTRODUCTION

XML is touted as an external format for representing data.
This is not a hard problem. All we require are two proper-
ties:

e Self-describing From the external representation one
should be able to derive the corresponding internal
representation.

e Round-tripping If one converts from an internal rep-
resentation to the external representation and back
again, the new internal representation should equal the
old.
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Lisp S-expressions, for example, possess these properties.

XML has neither property. It is not always self-describing,
since the internal format corresponding to an external XML
description depends crucially on the XML Schema that is
used for validation (for instance, to tell whether data is an
integer or a string). And it is not always round-tripping,
since some pathological Schemas lack this property (for in-
stance, if there is a type union of integers and strings). So
the essence of XML is this: the problem it solves is not hard,
and it does not solve the problem well.

Nonetheless, XML and Schema are widely used standards,
and there is value in modeling these standards. Here we
provide a model for the core features of XML: XML values,
XML types, and validation as described in XML Schema
and used in XQuery and XPath.

Our model differs from previous models it two ways. First,
our model captures aspects of named typing in XML Schema
whereas previous models are purely structural. Second, Pre-
vious models sought to capture the notion of when a value
matches a type. The model given here also captures how val-
idation takes an external value into an internal value, and
how erasure takes an internal value into an external value.

XML Schema is a large and complex standard — more
than 300 pages in printed form. The main difficulty was
to understand that the essence of XML Schema lies in the
way type names and structures interact. Our first surprise
has been to realize that once we captured named typing
and validation, most of the myriad other features of XML
Schema fit neatly into the simple framework presented here.

We present a theorem characterizing validation in terms
of erasure and matching. Our second surprise has been to
realize that, despite XML Schema’s complexity, the resulting
theorem turns to be simple.

Named and structural typeshat’s in a name? A Mon-
tague and a Capulet possess the same structure, and some
would argue that is all that matters.

Traditionally, there are two approaches to type systems,
named and structural. The named approach is prevalent
in most widely-used programming languages, including For-
tran, Cobol, Algol, Pascal, C, Modula, Java, and others.
The structural approach is prevalent in most theories of
types, including theories of record and object types devised
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[18, 19, 10, 1, 17].
As a simple example of the distinction between named and
structural typing, consider the following type declarations.

type Feet = Integer



type Miles = Integer

In a language with named typing, this creates two new types,
and one cannot pass a parameter of type Feet where a pa-
rameter of type Miles is expected. They are different types
because they have different names. In a language with struc-
tural typing, both Feet and Miles are synonyms for the type
Integer. They are the same type because they have the same
structure.

(Astronauts may prefer named typing. In a 1985 test
for the Strategic Defense Initiative, a laser aimed from an
observatory in Hawaii was to be bounced off a mirror on
the space shuttle. An astronaut entered the height of the
laser and the shuttle rolled over. The problem is that the
astronaut entered a height of 10,023 feet (below the shuttle),
which the software interpreted as 10,023 miles (above the
shuttle), hence the roll. [15].)

The dichotomy between names and structures is not quite
so stark as at first it might appear. Many languages use
combinations of named and structural typing. For instance,
in SML record types are purely structural, but two types
declared with “datatype” are distinct, even if they have the
same structure. Further, relations between names always
imply corresponding relations between structures. For in-
stance, in Java if one class is declared to extend another then
the first class always has a structure that extends the sec-
ond. Conversely, structural relations depend upon names.
For instance, names are used to identify the fields of a record.

Types and languages for XMIAs types spread to new
areas of computing, so too does the feud between names
and structures. A case in point is XML, a standard for
describing documents promulgated by the World-Wide Web
Consortium (W3C) [3].

There are a number of type systems for XML, including:
DTDs, part of the original W3C recommendation defining
XML [3]; XML Schema, a W3C recommendation which su-
persedes DTDs [22]; Relax NG, an Oasis standard [7]; Re-
lax [13] and TREX [6], two ancestors of Relax NG; and the
type systems of XDuce [11] and YATL [8]. All of these take
a structural approach to typing, with the exception of XML
Schema, which takes a named approach, and the possible
exception of DTDs, which are so restricted that the named
and structural approaches might be considered to coincide.

A type system without a programming language is like
Juliet without Romeo — unable to survive alone. The W3C
is responsible for three programming languages connected
with XML: XSLT, a language for stylesheets [5, 12]; XQuery,
an analogue of SQL for XML data [24]; and XPath, the
common core of XSLT and XQuery, which is jointly man-
aged by the working groups responsible for the other two
languages [23]. All three of these are functional languages.
XSLT 1.0 and XPath 1.0 became W3C recommendations in
November 1999 — they are untyped. XML Schema 1.0 be-
came a recommendation in May 2001. XSLT 2.0, XQuery
1.0, and XPath 2.0 are currently being designed — they have
type systems based on XML Schema.

This paper presents a formalization of XML Schema, de-
veloped in conjunction with the XQuery and XPath working
groups. The paper presents a simplified version, treating the
essential constructs. The full version is being developed as
part of the XQuery and XPath Formal Semantics [25], one of
the first industrial specifications to exploit formal methods.
The full version treats not just XML Schema, but also the

dynamic and static semantics of the XQuery and XPath.

XQuery has both a specification in prose [24] and a formal
semantics [25], each with parallel structure. Formal meth-
ods are particularly helpful for typing — the only complete
description of the static type system of XQuery and XPath
is in the formal specification. However, keeping two specifi-
cations in sync has not always been easy.

The act of preparing the formal semantics has uncovered
a number of errors or omissions in the prose specification.
In particular, developing the material on the formal seman-
tics of named typing led to the formulation of ten issues for
consideration by the XQuery working group, each dealing
with a point that was omitted in the prose specification of
XQuery [26].

An earlier formal specification of XML Schema [4] was
influenced by XDuce [11]; it ignored the named aspects of
Schema and took a purely structural approach. The spec-
ification of Relax NG [7] also uses formal methods, also is
purely structural, and was influenced by the earlier work on
XML Schema [4].

Matching and validation.Types in XML differ in some

ways from types as used elsewhere in computing. Tradition-

ally, a value matches a type — given a value and a type,

either the value belongs to the type or it does not. In XML,

a value validates against a type — given an (external) value

and a type, validation produces an (internal) value or it fails.
For instance, consider the following XML Schema.

<xs:simpleType name=""feet" >
<xs:restriction base="xs:integer" />

</xs:simpleType>

<xs:element name="height" type=""feet" />

In our type system, this is written as follows.

define type feet restricts xs:integer
define element height of type feet

Now consider the following XML document.
<height>10023</height>
In our model, before validation this is represented as follows.

<height>10023</height>
=
element height { "10023" }

And after validation it is represent as follows.

validate as element height { <height>10023</height> }
=
element height of type feet { 10023 }

Validation has annotated the element with its type, and
converted the text "10023" into the corresponding integer
number 10023.

Our model provides both validation and matching. Vali-
dation attaches types to XML data. Unvalidated data may
not match against a type. The following does not hold.

element height { "10023" }
matches
element height

After validation, matching succeeds. The following does
hold.



element height of type feet { 10023 }
matches
element height

The inverse of validation is type erasure.

element height of type feet { 10023 }
erases to
element height { "10023" }

The following theorem characterizes validation in terms
of matching and erasure.

THEOREM 1. We have that
validate as Type { UntypedValue } = Value
if and only if

Value matches Type
Value erases to Untyped Value.

(Here the stack of two judgments stands for their conjunc-
tion.)

Perhaps this theorem looks obvious, but if so let us as-
sure you that it was not obvious to us when we began. It
took some time to come to this formulation, and some tricky
adjustments were required to ensure that it holds.

One trick is that we model validation and erasure by re-
lations, not functions. Naively, one might expect validation
to be a partial function and erasure to be a function. That
is, for a given type each untyped value validates to yield at
most one typed value, and each typed values erases to one
untyped value. One subtlety of the system presented here
is that validation and erasure are modeled by relations. For
example, the strings "7" and "007" both validate to yield
the integer 7, and hence we also have that the integer erases
to yield either string.

Relation of our model to Schemgchema is a large and
complex standard. In this paper, we attempt to model only
the most essential features. These include: simple types
and complex types; named and anonymous types; global
and local elements; atomic, list, and union simple types;
and derivation by restriction and by extension. We model
only two primitive datatypes, xs:integer and xs:string, while
Schema has nineteen primitive datatypes.

Many features of Schema that are omitted here are dealt
with in the formal semantics for XQuery [25]. These in-
clude: namespaces; attributes; all groups (interleaving); text
nodes; mixed content; substitution groups; xsi:nil attributes;
and xsi:type attributes. There are other features of Schema
that are not yet dealt with in the full formal semantics, but
which we hope to model in future. These include: abstract
types; default and fixed values; skip, lax, and strict wild-
cards; and facets of simple types.

Schema is normally written in an XML notation, but here
we use a notation that is more readable and compact. The
mapping of XML notation into our notation is described in
the XQuery formal semantics.

There are a few aspects in which our treatment diverges
from Schema. First, we permit ambiguous content mod-
els, while Schema does not. We do this because it makes
our model simpler, and because inferred types may be am-
biguous (for instance, see the discussion of conditionals in
Section 8). Second, we permit one type to be a restriction of

another whenever any value that matches against the first
type also matches against the second, while Schema imposes
ad hoc syntactic constraints. Again, we do this because it
makes our model simpler, and because our more general
model better supports type checking. Third, we only sup-
port the occurrence operators 7, +, and *, while Schema
supports arbitrary counts for minimum and maximum oc-
currences. This is because arbitrary counts may lead to a
blow-up in the size of the finite-state automata we use to
check when one type is included in another.

Shortcomings of XML and Schem@ur aim is to model
XML and Schema as they exist — we do not claim that
these are the best possible designs. Indeed, we would argue
that XML and Schema have several shortcomings.

First, we would argue that a data representation should
explicitly distinguish, say, integers from strings, rather than
to infer which is which by validation against a Schema. (This
is one of the many ways in which Lisp S-expressions are
superior to XML.)

Second, while derivation by extension in Schema super-
ficially resembles subclassing in object-oriented program-
ming, in fact there are profound differences. In languages
such as Java, one can typecheck code for a class without
knowing all subclasses of that class (this supports separate
compilation). But in XML Schema, one cannot validate
against a type without knowing all types that derive by ex-
tension from that type (and hence separate compilation is
problematic).

Nonetheless, XML and Schema are widely used standards,
and there is value in modeling these standards. In partic-
ular, such models may: (i) improve our understanding of
exactly what is mandated by the standard, (ii) help imple-
mentors create conforming implementations, and (iii) sug-
gest how to improve the standards.

Related publicationsA preliminary version of this pa-
per was delivered as an invited talk at FLOPS 2002 [21].
This version has revised material in Sections 1, 4, 6, and 7,
entirely new material in Section 9, and numerous improve-
ments throughout.

Organization. The remainder of this paper is organized as
follows. Section 2 introduces XML Schema by example. Sec-
tion 3 describes values and types. Section 4 describes four
ancillary judgments. Section 5 describes matching. Sec-
tion 6 describes erasure. Section 7 describes validation. Sec-
tion 8 presents the validation theorem and its application to
roundtripping. Section 9 describes subtyping, constraints
on sensible types, and and optimized matching. Section 10
concludes.

2. XML SCHEMA BY EXAMPLE

XML Schema supports a wide range of features. These
include simple types and complex types, anonymous types,
global and local declarations, derivation by restriction, and
derivation by extension.

Simple and complex typeHere are declarations for two
elements of simple type, one element with a complex type,
and one complex type.

define element title of type xs:string



define element author of type xs:string
define element paper of type paperType
define type paperType {

element title ,

element author +

}

Schema specifies nineteen primitive simple type types, in-
cluding xs:string and xs:integer.

A type declaration associates a name and a structure. The
structure of a complex type is a regular expression over ele-
ments. As usual, , denotes sequence, | denotes alternation,
? denotes an optional occurrence, + denotes one or more
occurrences, and * denotes zero or more occurrences.

Validating annotates each element with its type.

validate as paper {
<paper>
<title>The Essence of Algol</title>
<author>John Reynolds</author>
</paper>
}
=
element paper of type paperType {
element title of type string { " The Essence of Algol” },
element author of type string { "John Reynolds” }
}

Global and local declarationsElement declarations may
be global — at the top-level — or local — nested within a
type declaration. Here is the above description rewritten,
with paper declared globally, while title and author are de-
clared locally.

define element paper of type paperType
define type paperType {
element title of type xs:string ,
element author of type xs:string +

}

In this case, validation proceeds exactly as before.

Allowing local declarations increases expressiveness, be-
cause now it is possible for elements with the same name to
be assigned different types in different places; see the con-
figuration example below.

In XML Schema, the type of an element can be specified
inline, without giving it a name, called an anonymous type.
In such cases, we presume that the translation to our no-
tation invents a suitable name. Thus every element has a
named type, a property referred to in XQuery as pure named
typing.

The combination of anonymous types and local types even
further extends the power of the type system, so that types
must be characterized using tree automata [16, 9]. Because
we use pure named typing, every type has a global name
and only traditional automata over words, not trees, are
sufficient.

Atomic, list, and union typeSvery simple type is an
atomic type, a list type, or a union type. The atomic types
are the nineteen primitive types of Schema, such as xs:string
and xs:integer, and the types derived from them. List types
are formed using the occurrence operators 7, +, and *, taken
from regular expressions. Union types are formed using the
alternation operator |, also taken from regular expressions.

Here is an example of a list type.

define element ints of type intList
define type intList { xs:integer+ }

In XML notation, lists are written space-separated.

validate as ints { <ints>1 2 3</ints> }
=
element ints of type intsType { 1, 2, 3 }

Some types may be ambiguous. XML Schema specifies how
to resolve this ambiguity: every space is taken as a list sepa-
rator, and in case of a union the first alternative that works
is chosen.

define element fact of type intOrStrList
define type intOrStrList { ( xs:integer | xs:string ) * }

validate as fact { <fact>l saw 8 cats</fact> }
=
element fact of type intOrStrList

"I Msaw”. 8 "cats”
Ambiguous types can be problematic; this will be further
discussed in Section 8.

Derivation by restriction on simple typeSew simple
types may be derived by restriction.

define type miles restricts xs:integer
define type feet restricts xs:integer

Here is an example where two height elements have different
types.

define element configuration of type configurationType
define type configurationType {
element shuttle of type shuttleType
element laser of type laserType
}
define type shuttleType {
element height of type miles
}
define type laserType {
element height of type miles

}

Validation annotates the different height elements with
different types.

validate as element configuration {
<configuration>
<shuttle><height>120</height></shuttle>
<laser><height>10023</height></laser>
</configuration>
}
=
element configuration of type configurationType {
element shuttle of type shuttleType {
element height of type miles { 120 }
},
element laser of type laserType {
element height of type feet { 10023 }
}
}

Both miles and feet are subtypes of xs:integer, but neither
is a subtype of the other. The following function definition
is legal.



define function laser-height (
$c as element configuration

) as element height of type feet {
$c/laser/height

}

It would still be legal if feet was replaced by xs:integer, but
not if feet was replaced by miles. In this example, element
configuration is the type of the formal parameter $c, and the
XPath expression $c/laser/height extracts the height child of
the laser child of the configuration element.

Derivation by restriction on complex typeNSew com-
plex types may also be derived by restriction. The following
example is a simplified form of the information that may
occur in a bibliographic database, such as that used by Bib-
TeX.

define type publicationType {
element author * ,
element title 7,
element journal 7,
element year 7
}
define type articleType restricts publicationType {
element author + ,
element title ,
element journal ,
element year
}
define type bookType restricts publicationType {
element author + ,
element title ,
element year
}
define element book of type bookType
define element article of type articleType

A publication may have any number of authors, a manda-
tory title, and a optional journal and year. An article must
have at least one author, and a mandatory title, journal, and
year. A book must have at least one author, a mandatory
title and year, and no journal.

Derivation by restriction declares a relationship between
two types. This relation depends on both names and struc-
tures, in the sense that one name may be derived by restric-
tion from another name only if every value that matches
the structure of the first also matches the structure of the
second.

When one type is derived from another by restriction, it
is fine to pass the restricted type where the base type is
expected. For example, consider the following function.

define function getTitle (

$p as element of type publicationType
) as element title {

$p/title
}

Here it is acceptable to pass either an article or book element
to the function getTitle().

There is a type xs:anyType from which all other types are
derived. If a type definition does not specify otherwise, it is
considered a restriction of xs:anyType. There is also a type
xs:anySimpleType that is derived from xs:anyType and from
which all other simple types are derived.

Derivation by extensionNew complex types may also be
derived by extension.

define type color restricts xs:string

define type pointType {
element x of type xs:integer ,
element y of type xs:integer

}

define type colorPointType extends pointType {
element c of type color

}

define element point of type pointType

define element colorPoint of type colorPointType

When one type restricts another, one must check that the
proper relation holds between the types. When one type ex-
tends another, the relation holds automatically, since values
of the new type are defined to consist of the concatenation
of values of the base type with values of the extension.

Again, when one type is derived from another by exten-
sion, it is fine to pass the extended type where the base
type is expected. Unlike with restriction, this can lead to
surprising consequences. Consider the following.

define function countChildren (
$p as element of type pointType
) as xs:integer {
count($p/*)
}

This function counts the number of children of the element
$p, which will be 2 or 3, depending on whether $p is an
element of type point or colorPoint.

In XQuery, type checking requires that one knows all the
types that can be derived from a given type — the type is
then treated as the union of all types that can be derived
from it. Types derived by restriction add nothing new to
this union, but types derived by extension do. This “closed
world” approach — that type checking requires knowing all
the types derived from a type — is quite different from the
“open world” approach used in many object-oriented lan-
guages — where one can type-check a class without knowing
all its subclasses.

In an object-oriented language, one might expect that if
an element of type colorPoint is passed to this function, then
the x and y elements would be visible but the c element
would not be visible. Could the XQuery design adhere bet-
ter to the object-oriented expectation? It is not obvious
how to do so. For instance, consider the above function
when pointType is replaced by xs:anyType.

define function countChildren (

$x as element of type xs:anyType
) as xs:integer {

count($x/*)
}

Here it seems natural to count all the children, while an
object-oriented interpretation might suggest counting none
of the children, since xs:anyType is the root of the type hi-
erarchy.



3. VALUES AND TYPES
3.1 Values

We now give a formal definition of values. We take names,
string, and integers as primitive. We do not formalize the
mapping between XML notation and our notation for values,
as it is straightforward.

A value is a sequence of zero or more items. An item is
either an element or an atomic value. An element has an
element name, an optional type annotation, and a value. An
element with no type annotation is the same as an element
with the type annotation xs:anyType. An atomic value is
a string or an integer. We write Value: , Values for the
concatenation of two values.

Value = ()
| Item(,Item)=
Item = Element
|  Atom
Element ::= element ElementName OfType? { Value }
OfType := of type TypeName
Atom = String | Integer

An untyped value is a sequence of zero or more untyped
items. An untyped item is either an element without type
annotation or a string. Untyped values are used to describe
XML documents before validation. Every untyped value is
a value.

Untyped Value ::= ()
|  UntypedItem(, UntypedItem)x
Untypedltem ::= element ElementName { UntypedValue}
|

String

A simple value consists of a sequence of zero or more
atomic values. Every simple value is a value.

SimpleValue == ()
| Atom(,Atom)x

Here is an example of a value.

element paper of type paperType {
element title of type xs:string { " The Essence of Algol” } ,
element author of type xs:string { " John Reynolds” }

}

Here is an example of an untyped value.

element paper {
element title { " The Essence of Algol” },
element author { "John Reynolds” }

}
Here are examples of simple values.

" John Reynolds”
10023
1,23

3.2 Types

Types are modeled on regular tree grammars [20, 9]. A
type is either the empty sequence (()), an item type, or
composed by sequence (,), choice (), or multiple occurrence

— either optional (?7), one or more (+), or zero or more (*).

0

ITtemType

Type, Type
Type | Type
Type Occurrence
? | + \ *

Type

Occurrence

An item type is an element type or an atomic type. Atomic
types are specified by an AtomicTypeName;, these names
include xs:string and xs:integer. Every AtomicTypeName is
also a TypeName.

ItemType := FElementType
|  AtomicTypeName

An element type gives an optional element name and an
optional type name. An element name alone refers to a
global declaration (element author). An element name with
a type name is a local declaration (element author of type
xs:string). A type name alone matches any element with a
type derived from the specified type (element of type publi-
cationType). The word element alone matches any element.

ElementType ::= element ElementName? OfType?

A simple type is composed from atomic types by choice
or occurrence. Every simple type is a type.

= AtomicTypeName
| SimpleType | SimpleType
|  SimpleType Occurrence

Simple Type

At the top level one can define elements and types. A
global element declaration, like a local element declaration,
consists of an element name and a type specifier. A global
type declaration consists of a type name and a type deriva-
tion.

Definition ::= define element ElementName OfType
define type TypeName TypeDerivation

A type derivation either restricts an atomic type, or re-
stricts a named type to a given type, or extends a named
type by a given type.

TypeDerivation = restricts AtomicTypeName
|  restricts TypeName { Type }
| extends TypeName { Type }
The two XML Schema built-in types xs:anySimpleType
and xs:anyType are defined as follows.

define type xs:anySimpleType restricts xs:anyType {
( xs:integer | xs:string ) *

define type xs:anyType restricts xs:anyType {
( xs:anySimpleType | element) *
}

4. ANCILLARY JUDGMENTS

We now define four ancillary judgments that are used in
matching and validation. Here is the rule from matching
that uses these judgments.



FElementType
yields BaseElementName of type BaseTypeName

BaseTypeName resolves to Type
ElementName substitutes for BaseElementName
TypeName derives from BaseTypeName
Value matches Type

element ElementName of type TypeName { Value }
matches ElementType

The element type yields a base element name and a base
type name, and the base type name resolves to a type. Then
the given element matches the element type if three things
hold: the element name must be substitutable for the base
element name, the type name must derive from the base
type name, and the value must match the type.

The next four sections define the first four judgments in
the hypothesis of the above rule.

4.1 Yields
The judgment

ElementType yields ElementName OfType

takes an element type and yields an element name and a
type name. We assume that the element names include a
special wildcard name *, which is returned if the element
type does not specify an element name. For example,

element author yields author of type xs:string
element height of type feet yields height of type feet
element of type feet yields * of type feet

element yields * of type xs:anyType

If the element type is a reference to a global element, then
it yields the the name of the element and the type specifier
from the element declaration. (Note the use of a top-level
definition as a hypothesis.)

define element ElementName OfType

element ElementName yields ElementName OfType

If the element type contains an element name and a type
specifier, then it yields the given element name and type
specifier.

element ElementName OfType
yields ElementName OfType

If the element type contains only a type specifier, then it
yields the wildcard name and the type specifier.

element OfType yields * OfType

If the element type has no element name and no type
specifier, then it yields the wildcard name and the type
xs:any Type.

element yields * of type xs:anyType

4.2 Resolution
The judgment
TypeName resolves to Type
resolves a type name to a type. For example,
feet resolves to feet
and

bookType

resolves to
element author +
element title ,
element year

and

colorPoint

resolves to
element x of type xs:integer ,
element y of type xs:integer ,
element c of type color

If the type name is defined by restriction of an atomic
type, then return the atomic type.

define type TypeName restricts AtomicTypeName

TypeName resolves to Atomic TypeName

If the type name is defined by restriction of a non-atomic
type, then return the restricted given type.

define type TypeName restricts Base TypeName { Type }

TypeName resolves to Type

If the type name is defined by extension, then resolve the
base type name to get the base type, and return the con-
catenation of the base type and the given type.

define type TypeName extends BaseTypeName { Type }
BaseTypeName resolves to BaseType

TypeName resolves to BaseType, Type

4.3 Substitution
The judgment

ElementName, substitutes for ElementNames

holds when the first element name may substitute for the
second element name. This happens when the two names
are equal, or when the second name is the wildcard element
name *. For example:

book substitutes for book
book substitutes for *

(We do not discuss element substitution groups here, but
the judgment generalizes neatly to handle these.)
An element name may substitute for itself.

FElementName substitutes for ElementName

An element name may substitute for the distinguished
element name *.

ElementName substitutes for *



4.4 Derives
The judgment

TypeName, derives from TypeName,

holds when the first type name derives from the second type
name. For example,

bookType derives from bookType
bookType derives from publicationType
bookType derives from xs:anyType

This relation is a partial order: it is reflexive and transitive
by the rules below, and it is asymmetric because no cycles
are allowed in derivation by restriction or extension.

Derivation is reflexive and transitive.

TypeName derives from TypeName

TypeName, derives from TypeName,
TypeName, derives from TypeName,

TypeName, derives from TypeNames

Every type name derives from the type it is declared to
derive from by restriction or extension.

define type TypeName restricts Base TypeName

TypeName derives from BaseTypeName

define type TypeName restricts Base TypeName { Type }

TypeName derives from BaseTypeName

define type TypeName extends BaseTypeName { Type }

TypeName derives from BaseTypeName

5. MATCHES
The judgment

Value matches Type

holds when the given value matches the given type. For
example,

element configuration of type configurationType {
element shuttle of type shuttleType {
element height of type miles { 120 }
},
element laser of type laserType {
element height of type feet { 10023 }
}
}
matches
element configuration

and

element author of type xs:string { " Robert Harper” } ,

element author of type xs:string { " John Mitchell” }
matches

element author of type xs:string +

and

10023 matches feet

The empty sequence matches the empty sequence type.

() matches ()

If two values match two types, then their sequence matches
the corresponding sequence type.

Value, matches Type,
Valuez matches Type,

Value: , Valuez matches Type, , Type,

If a value matches a type, then it also matches a choice
type where that type is one of the choices.

Value matches Type,

Value matches Type, | Type,

Value matches Type,

Value matches Type, | Type,

A value matches an optional occurrence of a type if it
matches either the empty sequence or the type.

Value matches () | Type

Value matches Type?
A value matches one or more occurrences of a type if it
matches a sequence of the type followed by zero or more

occurrences of the type.

Value matches Type, Typex

Value matches Type+

A value matches zero or more occurrences of a type if it
matches an optional one or more occurrences of the type.

Value matches Type+?

Value matches Typex

A string matches an atomic type name if the atomic type
name derives from xs:string. Similarly for integers.

AtomicTypeName derives from xs:string

String matches AtomicTypeName

AtomicTypeName derives from xs:integer

Integer matches AtomicTypeName

The rule for matching elements was explained at the be-
ginning of Section 4.

ElementType
yields BaseElementName of type BaseTypeName

BaseTypeName resolves to Type
FElementName substitutes for BaseElementName
TypeName derives from BaseTypeName
Value matches Type

element ElementName of type TypeName { Value }
matches ElementType



6. ERASURE
The judgment

Value erases to Untyped Value

holds when the given value erases to the untyped value. For
example,

element configuration of type configurationType {
element shuttle of type shuttleType {
element height of type miles { 120 }
1,
element laser of type laserType {
element height of type feet { 10023 }
}
}
erases to
element configuration {
element shuttle {
element height { "120" }
},
element laser {
element height { "10023" }
}
}

Erasure turns all atomic values into strings, and concate-
nates any adjacent strings in the result with a separating
space. No space is added when an atomic value is adjacent
to an element. For example,

element ints of type intsType { 1, 2, 3 }
erases to
element ints "12 3"

and

element fact of type intOrStr { "I", "saw”, 8, "cats” }
erases to
element fact { "l saw 8 cats” }

and

element mixed of type xs:anyType {
"l saw”, "eight ", element em of type xs:string { "cats” }
}
erases to
element mixed { "I saw eight ", element em { "cats” } }

(In the last, note no space is inserted before the element.)

Erasure is defined as a relation. Since an integer has more
than one string representation, it may have more than one
erasure. For example,

7 erases to "' 7"
7 erases to " 007"

The empty sequence erases to itself.

() erases to ()

The erasure of the concatenation of two values yields the
concatenation of their erasures. If the first erasure ends in a
string and the second erasure begins with a string, concate-
nate the strings with an intervening space.

Value: erases to Untyped Value, , String,
Valuey erases to String, , Untyped Value,
Strings = concat(String,,” ", String,)

Valuey , Values
erases to
UntypedValue, , Strings , Untyped Value,

Value erases to Untyped Value,
Valuey erases to UntypedValue,
UntypedValue, does not end in a string or
Untyped Value, does not begin with a string

Valuey , Values
erases to Untyped Value, , Untyped Value,

The erasure of an element is an element that has the same
name and the erasure of the given content.

Value erases to Untyped Value

element ElementName of type TypeName { Value }
erases to element ElementName { UntypedValue }

A string erases to itself.

String erases to String

An integer erases to any string that represents it.

integer-of-string(String) erases to String

7. VALIDATION
The judgment

validate as Type { UntypedValue } = Value

holds if validating the untyped value against the type suc-
ceeds and returns the validated value. For example,

validate as element configuration {
element configuration {
element shuttle {
element height { "120" }
1,
element laser {
element height { "10023" }
}
}
} =
element configuration of type configurationType {
element shuttle of type shuttleType {
element height of type miles { 120 }
1,
element laser of type laserType {
element height of type feet { 10023 }
}
}

and

validate as element ints {
element ints { "1 2 3" }
=
element ints of type intsType { 1,2, 3 }



Validating the empty sequence as the empty type yields
the empty sequence.

validateas () { () > = ()

Validating a concatenation of untyped values against a
concatenation of types yields the concatenation of the vali-
dated values. Decomposing a concatenation of untyped val-
ues removes a space between adjacent strings, inverting the
corresponding rule for erasure.

validate as Type, { UntypedValue, , String, } = Value;
validate as Type, { UntypedValue, , String, } = Valuez
Strings = concat(String,,” ", String,)

validate as Type; , Type, {
UntypedValue, , Strings , Untyped Value,
} = Valuer , Valuez

validate as Type, { UntypedValue, } = Value;

validate as Type, { UntypedValue, } = Valuez
UntypedValue; does not end in a string or
UntypedValue, does not begin with a string

validate as Type; , Type, {
UntypedValue, , Untyped Value,
} = Valuer , Values

Validating a value against a choice type yields the result
of validating the value as either the first or second type in
the choice.

validate as Type, { UntypedValue } = Value
validate as Type; | Type, { UntypedValue } = Value

validate as Type, { UntypedValue } = Value

validate as Type; | Type, { UntypedValue } = Value

The validation rules for occurrences are similar to the rules
for occurrences in matching.

validate as (() | Type) { UntypedValue } = Value
validate as Type? { Untyped Value } = Value

validate as (Type, Typex) { Untyped Value } = Value
validate as Type+ { UntypedValue } = Value

validate as Type+? { UntypedValue } = Value
validate as Typex { UntypedValue } = Value

Validating a string against an atomic type derived from
xs:string yields the string itself.

AtomicTypeName derives from xs:string

validate as AtomicTypeName { String } = String

Validating a string against an atomic type derived from
xs:integer yields the result of converting the string to an
integer.

AtomicTypeName derives from xs:integer

validate as AtomicTypeName { String }
= integer-of-string(String)

Validating an element against an element type is described
by the following rule.

ElementType
yields BaseElementName of type BaseTypeName
BaseTypeName resolves to Type
FElementName substitutes for BaseElementName

validate as Type { UntypedValue } = Value

validate as ElementType {
element ElementName { UntypedValue }
} = element ElementName of type TypeName { Value }

The element type yields a base element name and a base
type name, and the base type name resolves to a type. Then
the given element validates against the element type if three
things hold: the element name must be substitutable for the
base element name, the type name must derive from the base
type name, and the untyped value must validate against the
type. The resulting element has the element name, the type
name, and the validated value.

8. THE VALIDATION THEOREM

We characterize validation in terms of erasure and match-
ing, and show that roundtripping holds for unambiguous

types.

Unambiguous for validationvalidation is a judgment
that relates a type and an untyped value to a value.

validate as Type { UntypedValue } = Value

In most of the examples we have seen, validation behaves
as a partial function. That is, for a given type, for every
untyped value, there is at most one value such that the above
judgment holds. In this case, we say the type is unambiguous
for wvalidation. But just as there is more than one way to
skin a cat, sometimes there is more than one way to validate
a value.
Here is an example of an ambiguous complex type:

define element amb {
element elt of type xs:integer |
element elt of type xs:string

}

validate as amb { <amb><elt>1</elt></amb> }
=
element amb { element elt of type xs:integer { 1 } }

validate as amb { <amb><elt>1</elt></amb> }
=
element amb { element elt of type xs:string { "1" } }

This type is permitted by our model, but prohibited by XML
Schema. So in practice this sort of ambiguity does not arise.
Here is an example of an ambiguous simple type:

validate as intOrStrList { "one 2 3" } = "one 2 3"
validate as intOrStrList { "one 23" } = "one 2", 3
validate as intOrStrList { "one 2 3" } = "one”, "2", 3
validate as intOrStrList { "one 2 3" } = "one", 2, 3



This type is permitted by our model, and also permitted
by XML Schema. XML Schema requires that simple list
types are always space separated, and that the simple union
types always return the first of the possible unions. So XML
Schema is unambiguous, in that it specifies that the last
of the above interpretations must be chosen. Nonetheless,
this sort of ambiguity does lead to practical problems, as
discussed below.

Our formal model differs from Schema for two reasons.
First, while Schema is concerned solely with validation of a
value against a user defined type, XQuery must also support
type inference. And while it may be reasonable to require
that a user write types that are unambiguous, it is not rea-
sonable to place this restriction on a type inference system.
For example, if expression eg has type xs:boolean and e; has
type t1 and ez has type to, the expression if (eo) then e; else
e2 has type t1 |2, and it is not reasonable to require that ¢
and t2 be disjoint.

Second, defining validation as a relation rather than a
function permits a simple characterization of validation in
terms of matching and erasure, as given below.

Unambiguous for erasureErasure is a judgment that
relates a value to an untyped value.

Value erases to Untyped Value

Again, in most of the examples we have seen, erasure be-
haves as a function. That is, for a given value, there is
exactly one untyped value such that the above judgment
holds. Indeed, the only ambiguity arises when the value is
an integer or contains an integer. This ambiguity occurs
because there is more than one string represents the same
integer, and hence there is more than one way to erase it.
For example, the integer 7 is represented by both "7” and
"007", and so has both of these as erasures. If a type does
not contain any integers, then we say it is unambiguous for
erasure.

The validation theoremwe can characterize validation
in terms of erasure and matching.

THEOREM 1. (Validation) We have that
validate as Type { UntypedValue } = Value
if and only if

Value matches Type
Value erases to UntypedValue.

ProOOF. By induction over derivations. [

Roundtripping. We would like to know that if we convert
an internal value of a given type to an external value (us-
ing erasure) and then convert the external value back to an
internal value (using validation against that type) that we
again end up back where we started, so long as the type is
unambiguous. This follows immediately from the validation
theorem.

COROLLARY 1. (Roundtripping) If

Value matches Type
Value erases to Untyped Value
validate as Type { UntypedValue } = Value'
Type is unambiguous for validation

then
Value = Value'.

PRrROOF. By the validation theorem, we have that the first
two hypotheses are equivalent to

validate as Type { UntypedValue } = Value

Taking this together with the third hypothesis and the fact
that validate is a partial function when the type is unam-
biguous, the conclusion follows immediately. [

For example, we have

element author of type string { " John Reynolds” }
erases to
<author>John Reynolds</author>

and

validate as element author of type string {
<author>John Reynolds</author>

} =
element author of type string { " John Reynolds” }

which satisfies roundtripping.
On the other hand, we have

element fact of type intOrStr { "one”, "2", 3 }
erases to
<fact>one 2 3</fact>

and

validate as element fact of type intOrStr {
<fact>one 2 3</fact>

} =
element fact of type intOrStr { "one”, 2, 3 }

which does not satisfy roundtripping. Because XML Schema
prohibits ambiguous complex types, the only counterexam-
ples to roundtripping involve simple types that are lists or
unions. Users will stub their toes on this rarely, but when
they do it will hurt!

Reverse roundtrippingSimilarly, we would like to know
that if we convert an external value to an internal value
(using validation) and then convert the internal value back
to an external value (using erasure) that we end up back
where we started, so long as the type is unambiguous for
erasure. Again, this follows immediately from the validation
theorem.

COROLLARY 2. (Reverse roundtripping) If

validate as Type { UntypedValue } = Value
Value erases to Untyped Value'
Type is unambiguous for erasure

then
Untyped Value = Untyped Value'.
PrROOF. From the first hypothesis and the validation the-
orem we have that

Value erases to Untyped Value

Taking this together with the second hypothesis and the
fact that erasure is a function, the conclusion follows imme-
diately. [



For example, we have

validate as element author of type string {
<author>John Reynolds</author>

} =
element author of type string { " John Reynolds” }

and

element author of type string { " John Reynolds” }
erases to
<author>John Reynolds</author>

which satisfies reverse roundtripping.
On the other hand, we have

validate as element height of type feet {
<height>007</height>

} =
element height of type feet { 7 }

and

element height of type feet { 7 }
erases to
<height>7</height>

which does not satisfy reverse roundtripping.

The only counterexamples to reverse roundtripping in-
volve leading zeros or other cases where base types have
multiple representations. Unlike roundtripping, this is not
a serious problem.

9. SENSIBILITY

A value is sensible if whenever it contains an element with
a type annotation, then the value of the element matches the
type in the annotation. This section defines sensible values,
and observes that the value returned by validation is always
sensible. This fact can be used to optimize matching.

9.1 Subtype

We can easily define a notion of structural subtyping, sim-
ilar to that used in XDuce [11]. When one type is declared
to derive from another type by restriction, we expect that
the first type should be a subtype of the second.

The judgment

Type, subtype Type,

holds if every value that matches the first type also matches
the second. For example,

element of type feet subtype element of type xs:integer
element author + subtype element author *

element of type bookType
subtype
element of type publicationType

Subtyping is the only judgment that is not defined by
structural inference rules. Instead, it is defined by a logical
equivalence. We have

Type, subtype Type,
if and only if for every Value we have

Value matches Type; implies Value matches Type,.

Subtyping can be checked by straightforward modification
to well-known algorithms for checking for inclusion between
the languages generated by two regular expressions [2].

Other type systems for XML (such as XDuce or YATL)
require subtyping algorithms based on tree regular expres-
sions and finite state tree automata [11, 14, 20, 9]. Here
we can use ordinary regular expressions and ordinary finite
state automata because pure named typing guarantees that
one can check that an element matches against a type by
looking only at the element name (not the element contents)
as described in 9.4.

9.2 Sensible definition
The judgment
Definition ok

holds if an element or type definition is sensible.
An element definition is always sensible.

define element ElementName OfType ok

A restriction of an atomic type is always sensible.

define type TypeName restricts AtomicTypeName ok

A restriction to a given type is sensible if the type is a
subtype of the base type.

BaseTypeName resolves to BaseType
Type subtype BaseType

define type TypeName restricts Base TypeName { Type } ok

An extension is always sensible.

define type TypeName extends BaseTypeName { Type } ok

9.3 Sensible value
The judgment
Value ok

holds if a value is sensible.
The empty sequence is sensible.

() ok

If two values are sensible, then their sequence is sensible.

Value, ok
Values ok

Valuey , Values ok

An element is sensible if the value is sensible, and if the
value matches the annotated type.

TypeName resolves to Type
Value ok
Value matches Type

element ElementName of type TypeName { Value } ok

An atomic value is sensible.

Atom ok



9.4 Optimized matching
Validation always yields a sensible value.
THEOREM 2. (Sensibility) If
validate as Type { UntypedValue } = Value
then
Value ok

Proor. By induction on derivations. [J

As a corollary, matching against an element can be greatly
simplified.

COROLLARY 3. (Optimized matching) In the rule

FElementType
yields BaseElementName of type BaseTypeName

BaseTypeName resolves to Type
ElementName substitutes for BaseElementName
TypeName derives from BaseTypeName
Value matches Type

element ElementName of type TypeName { Value }
matches ElementType

the hypothesis Value matches Type need not be tested if the
element is the result of validation.

Optimized matching is both easier to implement and more
efficient to execute. The simplification is a consequence of
pure named typing, which ensures that every validated ele-
ment contains a type name that accurately characterizes its
contents.

10. CODA

In October 2002 the XQuery working group decided to
adopt pure named typing. The final step before adoption
was a presentation describing how pure named typing sim-
plifies the formal semantics. The presentation was followed
by unanimous agreement to adopt pure named typing. In
the two-day meeting, this was the only decision adopted
without dissent — a resounding demonstration of the value
of formal semantics!
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